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Abstract 
Context: In the public health domain, the prevalence of unsuccessful Information Systems projects is 
notable. Technical issues persist beyond the pervasive problems of inflated budgets and extended 
deadlines. These include poor usability, system instability, suboptimal performance, and data 
inconsistencies. These undesirable outcomes are linked to the Software Engineering process and the 
Software Architecture underpinning the system. To mitigate these issues, a project’s capability to 
achieve Software Architecture quality must be assessed. The socio-technical nature of Information 
Systems projects in the Public Health Domain necessitates a holistic approach.  

Aim: To address the need to assess Software Architecture development capability within the context of 
the Public Health Information Systems. 
Method: The framework was synthesised and evaluated using Design Science Research. The synthesis 
incorporated Australian and American Public Health Information Systems failure exemplars and drew 
upon the existing Software Engineering literature. The framework’s theoretical constructs were 
evaluated using an unstructured data source (government audit reports of Public Health Information 
Systems failures).  
Results: The conceptual aspects of the framework were evaluated. The framework was capable of 
detecting failure scenarios. Furthermore, the framework provided an indicative capability score and 
capability grade while providing possible actions for improving the project’s Software Architecture 
development capability.  

  
Keywords: Public Health, Information Systems, Success Factors, Failure Factors, Software 
Architecture, Software Engineering, Capability, Assessment, Design Science Research.  
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1 Introduction 
Public Health Information Systems (PHIS) projects have notably suffered from poor end-user outcomes. 
These systems may manifest issues related to poor usability, system instability, poor performance, and 
data inconsistencies. The pervasiveness of these Information System (IS) project failures has led some 
to believe these failures are “part of modern life” (Ludlow 2016). A notable exemplar in Australia was 
the Queensland health sector payroll system (Eden and Sedera 2014). At $1.25 billion (AUD), the 
software problems resulted in staff being either underpaid, overpaid, or even not paid at all.  
Underpinning software quality is the Software Architecture (SA). We posit that given the human impact 
of PHIS project failures, it is important to determine a project’s capability to achieve successful SA. A 
project’s SA development capability would benefit from being assessed before the project commences 
and reassessed during critical stages of the development lifecycle. This research aims to address the need 
for assessing the capability of developing SA within PHIS projects. Therefore, we posit the Research 
Question: Is it possible to assess a project’s capability to achieve successful SA? To the best of our 
knowledge, this appears to be a gap in the literature, which we address in this paper. 
In our previous paper (published at ACIS 2023), we asserted that a lack of appropriate SA underpins 
many of the issues related to poor end-user outcomes (Dang and Beydoun 2023). We found that SA 
quality is not simply a concern for the software vendor. It concerns all parties contributing to the project, 
including the government organisations. This multi-disciplinary research represents a continuation of 
our previous work, incorporating Software Engineering (SE), SA, and PHIS. Our holistic approach to 
capability assessment brings to bear the social and organisational impacts on the software architecting 
process (Galster et al. 2017). In this paper, we present: 

Capable - An empirically validated framework for assessing Software 
Architecture development capability for Public Health Information Systems 

Projects 

The intended Framework Users include individuals in technical roles, such as Chief Technical Officers, 
Technical Project Managers, Software Architects, and technical individuals within government 
organisations who seek to initiate and continually assess PHIS projects. To the best of our knowledge, 
such a framework for assessing the SA development capability of PHIS projects is a novel contribution. 

The framework was developed using Design Science Research methodology (DSR) and evaluated using 
documented exemplars of PHIS failures.  

2 Background and Related Work 
The success and failure of IS projects have been studied for some time. Success may be defined in terms 
of project sponsor satisfaction, end-user satisfaction, stakeholder satisfaction, and meeting technical 
specifications (Silvius and Schipper 2015). Factors impacting success include project planning, 
corporate culture, project management, user involvement, and communication  (Yeo 2002). Other 
factors may include information quality, individuals, and organisations (Li 1997; McManus and Wood-
Harper 2007; Yeo 2002). In one study, factors were found to include: trust, user expectations, 
motivation, IT infrastructure, relationship with developers, domain knowledge, management support, 
management processes, and organisational competence (Petter et al. 2013). Several evaluation models 
for IS success exist (Varajão et al. 2022). However, the models do not focus on SA or assess a project's 
capability to develop the SA.  
One factor that may impact success is the instability of government organisations due to political 
changes (Ombudsman 2024). These changes may occur with little notice, reflecting shifts in policy 
priorities with the election of new governments. Such changes can impact ongoing projects, including 
IT initiatives, leading to delays, budget overruns, and the need for re-scoping. A New Zealand study 
showed that the government organisations’ main sponsor's accountability and inclination toward Agile 
Project Management methodology were key to a project’s success (Douglas 2021). 
Successful software development has been discussed in the context of Technical Debt - A metaphor 
commonly used in SE to denote implementation deficiencies that can lead to problems with large scope. 
Architectural Technical Debt is a related concept (Verdecchia et al. 2021). In one study, it was found that 
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architectural design decisions may incur Architectural Technical Debt, as well as Requirements Debt 
(the delta between the specified requirements and the implemented system) (Soliman et al. 2021). The 
researchers stated that knowledge capturing of debt-incurring decisions could improve outcomes. A 
theory of Architectural Technical Debt has been proposed (Verdecchia et al. 2021). This included causes 
relating to knowledge, human factors, complex business processes, unsuitable architectural decisions, 
incorrect implementation of correct architecture, and lack of anticipation of the potential evolution of 
the architecture. The causal factors are shown in Appendix 2. This is a holistic model of factors that can 
impact SA. Causal categories that have been previously identified include planning and management, 
knowledge, methodology/practices, organisation, people and documentation (Rios et al. 2018). 
Acknowledging these causal categories is necessary for understanding how to approach addressing 
capability. 
The Capability Maturity Model Integration (CMMI) provides a performance improvement framework 
designed to assess and enhance the maturity of an organisation's processes (Institute 2024). 
Encompassing a range of disciplines, CMMI outlines best practices for requirements management and 
defect prevention. Complementing this, ISO 9001 specifies a quality system for software development. 
It provides a framework for organisations to assess their ability to deliver quality products and services  
(ISO 2015). While CMMI and ISO 9001 have necessary aspects, they do not address SA development 
capability. SA competence is multifaceted (Bass et al. 2021), encompassing individual, team and 
organisational capabilities. For individual architects, architecture competence necessitates a robust 
skillset that blends technical knowledge of programming languages and design patterns with effective 
project management practices and strong communication abilities (Bass et al. 2021). At the 
organisational level, architecture competence necessitates identifying and prioritising architectural 
requirements, ensuring the architecture evolves throughout the project lifecycle. In addition, Bass et al. 
discuss the need for architects and organisations to embrace agile methodologies while maintaining 
architectural rigour (Bass et al. 2021). While these competence aspects have been named, a 
comprehensive assessment of capability for SA in PHIS projects remains unaddressed. 
Our previous work (published at ACIS2023) asserted the need for a framework to determine SA success 
in PHIS projects (Dang and Beydoun 2023). We derived our model from the Unified Model of 
Information System Development Success (Siau et al. 2010), which incorporates various inputs and 
processes. The input categories in our original model include Project Characteristics, Organisation, 
Requirements, Team, Knowledge & Skills, and Human Factors. The process categories include Project 
Management, Communication, Practices, Techniques, and Decision-making. These high-level 
categories are depicted in Appendix 1. 

In the following sections, we outline our framework's research methodology, synthesis, and evaluation. 

3 Assessing Software Architecture Development Capability 
For some time, it has been understood that success requires an appropriate configuration of 
organisational, behavioural, cognitive, and social factors (Kaplan and Harris-Salamone 2009). Indeed, 
the SA process and architectural decision-making have been shown to be impacted by factors such as 
cost, risk, requirements, tools, and business goals (Demir et al. 2024). It follows that the primary goal 
of this research is to assess the capability of a project to achieve successful SA. To this end, the Design 
Science Research (DSR) methodology (Vaishnavi and Kuechler 2004) was selected to conduct our 
research. DSR was chosen as it necessitates the development of innovative solutions to real-world 
problems. It enables socio-technical solutions to be developed by creating and evaluating artifacts that 
improve knowledge and practice (Gregor and Hevner 2013). DSR methodology facilitated the iterative 
development and refinement of an artifact derived from theoretical constructs in the literature. This 
section outlines the principles for constructing a framework for assessing the SA development capability 
of a PHIS project instance.  

3.1 Design Principles for  the Capability Assessment Instrument 

When the design of a socio-technical artifact is complex (in terms of its size and the number of 
components), then explicit extraction of design principles may be required (Gregor and Hevner 2013). 
The framework incorporates many factors encompassing the socio-technical categories shown in 
Appendix 1. We anticipate that our framework will be utilised at various stages of the project lifecycle. 
For example, in the requirements phase, the framework can help assess whether the PHIS project has a 
low capability, allowing the Framework Users to address any shortcomings before proceeding. As the 
project progresses, changing factors might necessitate reapplying the framework, which could influence 
decisions to continue or halt the project to address the shortcomings. This is particularly crucial if 
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requirements evolve or new ones are introduced. Therefore, the framework should be capable of 
assessment before and during the project's lifecycle. In addition, for use in practice, the framework must 
have a high degree of usability (Nielsen 1994). The guiding design principles for creating the framework 
are: 

Comprehensiveness - The framework should perform a holistic socio-technical assessment of the 
project, considering the breadth of factors that can impact SA outcomes. 
Simplicity and Clarity - The framework should be formulated in clear language to ensure that 
Framework Users can easily understand and accurately interpret the items. This reduces the likelihood 
of misinterpretation and enhances the reliability of the Framework Users’ application of the framework. 

Reliability – The framework should be based on well-established theories and empirical research. It 
should deliver assessments for small, medium, and large-scale projects, providing consistent 
performance. 

User-Centred Design - The framework should be intuitive and easy to use, allowing easy data input and 
result interpretation without extensive training. It should guide Framework Users step by step through 
the assessment process. 

Actionability - The assessment results should be actionable, providing insights and recommendations 
for improving socio-technical factors in the PHIS project.  

3.2 Software Architecture Development Capability Detection  

It is important to detect situations where a project lacks SA development capability, as these scenarios 
may inform actions to improve the project outcomes. To this end, we examine the SA and SE literature 
to deduce a set of socio-technical factors that impact SA quality. We map these to the PHIS literature to 
determine the final set of factors. We adopt an iterative approach based on an initial analysis of the 
literature. This approach consists of the following steps: 

A. Identify factors that characterise the socio-technical impacts on SA. 
B. Validate and enhance the set of factors identified in step A by comparing the derived set of 

factors with those identified in PHIS literature. 
C. Develop and validate a factor rating scheme. 

1. Develop a rating scheme to determine the satisfaction of conditions relating to the 
identified factors. 

2. Validate and enhance the factor rating scheme developed in step 1 as follows: 
i. Determine the adequacy of the factor set definitions and associated rating scale 

by applying the factors to an exemplar of PHIS project failure. 
ii. Determine the reliability of the rating scales by applying the factors to further 

exemplars of PHIS project failure.   

3.3 Factor Rating Scheme 

We develop a rating scheme consisting of specific satisfaction levels for each factor and an associated 
rating scale. A rating scheme should be comprehensible to the Framework Users (e.g. Software 
Architects, Technical Project Managers and technical individuals within government organisations). 
The Framework User must identify a factor's presence (or degree) in the PHIS project. For example, to 
determine the pervasiveness of domain knowledge within the SE team, we may state that domain 
knowledge exists sufficiently within the SE team. A resulting rating scheme would manifest as: 

Strongly Disagree – The domain knowledge is not sufficient   
Disagree – The domain knowledge is likely not sufficient  
Neutral – The domain knowledge sufficiency is unknown 
Agree – The domain knowledge is likely sufficient 
Strongly Agree - The domain knowledge is sufficient 

In addition, the assessment should highlight factor deficiencies to enable further investigation. For 
example, when the SE team lacks expertise in implementing and testing SA. The validation of such a 
rating scheme would include its understandability and ease of use.  
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3.4 Capability Assessment Score and Grade 

A final capability assessment score should be provided once the conditions pertaining to the factors have 
been rated. A comprehensible grading should be provided to accommodate the foreseeable possibility 
that Framework Users may present the grading to other non-technical individuals (e.g. government 
officials and politicians). 

If all the factors are rated as Strongly Agree (factor is sufficiently satisfied), it suggests that the project 
capability is High. Similarly, if all the factors are rated as Agree (factor is likely to be sufficiently 
satisfied), it suggests that the project capability may be Moderate. Per contra, if all the factors are rated 
Strong Disagree (factor is not sufficiently satisfied) or Disagree (factor is likely not sufficiently satisfied), 
it suggests that the project capability is Very Low or Low, respectively. A somewhat uniform rating 
distribution or centrally clustered distribution may indicate that the capability is unknown/unclear. This 
grade is informative, suggesting that the factors should be addressed before continuing with the project.  

3.5 Exemplars of Public Health Information Systems Failure 

To evaluate the framework, it is imperative to assess its efficacy in scenarios where its performance is 
anticipated. To this end, exemplars of PHIS failure were chosen, where the failure prompted the 
production of a government audit report (an unstructured data source). Such reports provide valuable 
insight and perspectives into project failures, including observations of the organisation, project 
management, communication, and vendor performance. 

The following criteria are selected to determine whether a chosen system was sufficient as an exemplar 
of PHIS failure: 

1. The system has been launched (made available for real-world use)  

2. The system has substantially poor end-user outcomes pertaining to issues such as instability, 
unreliability, lack of availability/access, poor performance, and data inconsistency. 

3. The system’s failures have prompted the production of a government audit report, which 
indicates severe problems with the system, such as instability, unreliability, lack of 
availability/access, poor performance, and data inconsistency.  

4 Framework Synthesis 
In the previous section, we outlined a set of outcomes that characterise the capability assessment 
framework. In this section, we delineate the iterative DSR build. At each iteration of the DSR build cycle, 
the framework was validated and evaluated, ensuring it would function correctly within the conceptual 
framework and design principles for which it was designed (see Section 3).  

4.1 Iteration 1 - Synthesis of Preliminary Factors  

Factors that characterise the socio-technical impacts on SA were identified. The synthesis utilised 
literature that proposed mitigations to Technical Debt and Architectural Technical Debt. For example, 
the grounded theory of Architectural Technical Debt (Verdecchia et al. 2021). The mitigations were 
categorised according to our model (see Appendix 1). We synthesised these mitigations into concise 
factor items in the form of conditions to be satisfied. Technical Debt papers that proposed mitigations 
(Freire 2020; Ramač et al. 2022; Rios et al. 2018) were included. Indeed, similar causes and mitigations 
appear in Architectural Technical Debt and Technical Debt papers, mapping coherently to our 
conceptual model. We then examined Architectural Technical Debt and Technical Debt papers that 
named causal factors that mapped to our model. For example, the cause “lack of code reviews” mapped 
to the Practice category of our model. We deduced that the antithesis of “lacking code reviews” was to 
conduct sufficient effective code reviews – A mitigation. Hence, we added these to our factor items. 
Finally, the SA literature was also examined to extract additional factors. The final set of factor items 
was assigned a preliminary desired state: 

Exists - The item is present. 
Identified - The item has been identified. 
Defined - The item has been explicitly defined. 

Understood - The item’s comprehensibility has been explicitly determined. 
Two exemplars of PHIS failure were selected in the initial validation: 
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Exemplar 1 - A payroll system (Queensland, Australia) (Chesterman 2013). When the system was 
launched, it had severe financial consequences for hospital staff. They were underpaid, overpaid, and 
even not paid at all. It failed to handle contract permutations; hence, data corruption was apparent. 
Exemplar 2 - A clinical Information and Communications Technology hospital system (Victoria, 
Australia) (Doyle 2013). Among many problems, the system incorrectly considered patients as having 
been discharged when they were transferred to other wards. Patients were also potentially at risk of 
incorrect/missing medication doses. 

The validation of the theoretical constructs was conducted utilising Exemplar 1. The report was reviewed 
to extract pertinent information pertaining to the factor items’ constructs (see categories in Appendix 
1). The extracted data was labelled with the appropriate factor category and then synthesised. Inferences 
pertaining to the circumstances and events within the projects were documented. Each factor item was 
marked with one of the predefined states according to the researcher’s understanding of the reports. The 
evaluation procedure was comprised of the following: 
For each factor in the framework, 

1. Record excerpts that delineate or imply the conditions applicable to the factor. 

2. Record one of the predefined states. 
Where there is no apparent text regarding the factor item in question, inferences are drawn based on 
the available information. If no reasonable inference can be made, a neutral/unknown label is assigned.  

The framework detected failure when given the conditions in the report. This initial validation of the 
theoretical constructs required confirmation. To this end, the framework was then applied to Exemplar 
2, following the same procedure. Again, the framework detected failure.  

The output of this iteration was a preliminary framework containing a list of factors (n=74) contributing 
to SA failure/success. This preliminary framework provided evidence that the framework was efficacious 
in detecting poor SA outcomes. 

4.2 Iteration 2 – Operationalisation of the framework 

The factor items were reformulated into conditions and presented as statements about the conditions. 
The factor items were also refined to facilitate the assignment of ratings. That is the factors identified as 
potentially ambiguous (or with low comprehensibility) were subsequently rephrased. The rating scale 
was created as described in Section 3.3. The factors were organised and presented to show the category, 
subcategory, factor name, and condition presented as a statement for evaluation. An excerpt of the 
factors and the rating scale are shown in Figure 1. The figure shows two factors. 

 
Figure 1 – Preliminary Operationalised Framework Example 

The usefulness of the ratings was enhanced with a numerical component to facilitate the calculation of 
an overall capability score (see Table 1). A simple sum is calculated using the weightings to provide a 
total weighted score. The procedure for calculating the capability score is as follows: 

1. Column count - For each rating column, sum the number of responses. 

2. Weighted column score - Multiply the column count by the weighting for that column.  
3. Total weighted score - Sum the weighted column counts. 

 
Table 1 - Rating Scale Weightings 

The validation and evaluation were conducted utilising the exemplars from Iteration 1 (see Section 4.1). 
This ensured the framework's repeatability and efficacy while providing a test for the rating scale. Each 
factor item statement was assessed for appropriateness, comprehensibility and answerability for the 
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Framework Users. To this end, personas were adopted to perform the evaluation. Namely, that of a 
Technical Project Manager and a Software Architect. Note that the primary researcher is an industry 
expert with experience in SE, SA, technical leadership, and project management. Thus, the features of 
the adopted personas are grounded in practice. Specifically, they are assumed to have knowledge of the 
end-to-end software development lifecycle, including quality assurance practices within the SE team. In 
the case of a government organisation, we assume that the government organisation will have 
individuals with a sufficient understanding of the technical aspects of the project. Such individuals may 
reside within the larger organisation or perhaps in an adjacent or overarching IT organisation. 
The following questions were asked about the statements: 

1. Does the persona have sufficient knowledge and experience to understand the statement? 
2. Can a rating response be selected for the statement? 
3. Is there ambiguity in the statement which may confuse the responder? 

The evaluation procedure was comprised of the following: 
For each factor in the framework, 

1. Record excerpts that delineate or imply the conditions applicable to the rating. 

2. Record a rating. 
3. Record a rationale for the above rating. 

Where there is no explicit text pertaining to the factor item, then inferences may be made. Where there 
is no feasible inference, then a neutral rating is given.  
The completed factor ratings and capability assessment scores represent the validation and evaluation 
of the theoretical constructs and the framework. The statements facilitated ratings appropriately. The 
capability score provided an indication of failure in the scenarios. The comprehensibility of the 
statements was open for debate among the authors. For example, a Technical Project Manager may 
require further elaboration/instructions to understand the statements, whereas a Software Architect 
may not. This potential need for supplementary information will be addressed in the next section.  
The output of this iteration was a set of reformulated factor items and a rating scale for the factors 
contributing to SA’s success/failure.  

4.3 Iteration 3 – Final Iteration  

The comprehensibility of the factors was addressed by providing supplementary information in the form 
of assertions. The refinement of the factors illuminated the necessity to reorganise and consolidate some 
factors between categories. For example, issues pertaining to stakeholders were moved from the Project 
Characteristics category to the Organisation category. Similarly, some sub-categories were integrated 
and reorganised to facilitate further comprehensibility. Importantly, some factors were also 
consolidated to improve comprehensibility and conciseness.  

A weighted score range of -136 to 136 is calculated using the number of consolidated factors (n=68) and 
the weightings in Table 1. To increase the comprehensibility of the capability assessment, the weighted 
score is mapped into a corresponding score in the range of 0 to 100. A capability grade is provided by 
mapping the number to a grade: High, Moderate, Unknown/Unclear, Low, and Very Low. These are 
shown in Table 2.  
 

Capability  
Grade 

Lower  
Weighted  

Points 

Upper 
Weighted  

Points 

Lower Capability 
Score  

(out of 100) 

Upper Capability  
Score  

(out of 100) 

High 82 136 80.15 100.00 

Moderate 28 81 60.29 79.78 

Unknown/Unclear -28 27 39.71 59.93 

Low -82 -29 19.85 39.34 

Very Low -136 -83 0.00 19.49 

Table 2 - Capability Assessment Ranges 
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The validation and evaluation were conducted utilising the exemplars from Iteration 1 (see Section 4.1). 
Again, this ensured the framework's repeatability and efficacy while providing a test for the rating scale 
and grade. As per the previous iteration, the personas of a Technical Project Manager and a Software 
Architect were adopted. The capability score continued to indicate failure in the scenarios. The 
comprehensibility changes facilitated the assignment of ratings; however, further rephrasing of the 
factors followed this evaluation.  
Finally, an industry expert (with SA experience) was consulted to validate the framework's 
comprehensibility and usefulness at face value. The expert was provided with a random set of factor 
items to validate yes/no for efficacy. The industry expert confirmed that the items were efficacious. The 
expert also confirmed that a random set of inferences and assumptions made about the report were valid 
and logically deducted. The expert confirmed that the framework appeared easy to use. 
The output of this iteration is the elaboration of factor conditions, a consolidation of the factors (n=68), 
and capability score and grade. The satisfaction of design principles (outlined in Section 3.1) thus 
concluded the iterative DSR process. The output is hence considered Version 1 of the framework.  

4.4 The Capability Assessment Framework  

An excerpt of the final framework is shown in Figure 2. The figure shows the Organisation category of 
the framework. In this category, there are five subcategories and nine factors. The design principles 
(described in Section 3.1) underpinned the framework's design. They are described as follows. 
 

 
Figure 2 – Capability Assessment Framework Excerpt 

Comprehensiveness - The identified factors are socio-technical in nature, covering a large breadth of 
inputs and processes of a project. The factors are grouped by category and sub-category. A condition is 
named for each factor, in addition to assertions (observations/circumstances) that may indicate the 
satisfaction of the condition. The categories may be seen in Appendix 1. 
Simplicity and Clarity – The factors are organised by category and subcategory to provide context to 
the Framework User. The factors are presented as conditions to be sufficiently satisfied. The statements 
pertaining to the conditions are designed to be understandable by Technical Project Managers, Software 
Architects, and technical people within government organisations. In addition, assertions are provided 
for each factor to help guide the Framework User. A score (0 to 100) and human-comprehensible grade 
are provided. 
Reliability – The framework is derived from SE literature, containing Architectural Technical Debt and 
Technical Debt causes and mitigations, and then mapped to PHIS literature. The synthesis was 
conducted utilising exemplars of PHIS failure, indicating that its ability to detect SA development 
capability is applicable across PHIS projects. 
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User-Centred Design - The artifact provides a visual colour scheme, indicating the capability of each 
factor to the Framework User. Simply put, light green and dark green are positive, light red and dark red 
are negative, and orange indicates ambiguity (see Figure 2). The applied framework is shown in Figure 
3. 

Actionability – The capability grade allows the Framework User to determine if a project should be 
continued with the current set of circumstances. When a factor is not sufficiently satisfied, the 
Framework User may use this as a data point for investigation and improvement of the circumstances 
pertaining to that factor. The provided factor assertions may facilitate these actions for improvement. 
In the following section, we evaluate and discuss the framework.  

5 Evaluation and Discussion 
In this section, we evaluate the final framework, followed by a discussion of the results and implications. 

5.1 Evaluation 

This evaluation determines the efficacy of the framework to detect failure scenarios. That is, to ensure 
that the theoretical constructs in the framework are efficacious. We utilise an additional exemplar of SA 
failure in PHIS – healthcare.gov (Office 2014) – A health insurance marketplace. When healthcare.gov 
was launched, several critical and severe issues impacted its functionality. These issues included: 

Instability - The website frequently crashed, with users being greeted by error messages and non-
functioning pages. 
Poor scalability and unavailability - The high volume of users attempting to access the system resulted 
in long downtimes. 
Data Inconsistency - Data transmitted between other systems was often corrupted or incomplete. This 
led to incorrect eligibility determinations and incorrect subsidy calculations. In addition, user data was 
incorrectly saved, where some data was only partially saved, resulting in lost data. 
Various circumstances lead to these problems, including insufficient planning, ineffective oversight 
practice, insufficient identification of risks, commencing the development before regulatory 
requirements were finalised or the number of participating states was known, and a lack of established 
experience in Agile project management methodology. Applying the framework to this exemplar follows 
the procedure established in Section 4.1. The evaluation confirms that the framework continues to 
satisfy the requirement to detect a failure scenario. An excerpt of the evaluation is shown in Figure 3. 
The excerpt shows apparent deficiencies in the project pertaining to the Project Characteristics and 
Organisation. The applied ratings addressed circumstances such as the project commencing before 
regulations were in place, the project commencing before the number of participating states was 
known, and insufficient planning or risk considerations. These circumstances potentially impact 
financial and technological concerns. Agile methodology was new to the government organisation, and 
many change requests indicate that the stakeholders were not sufficiently involved in defining the 
requirements. In Figure 4, the capability score and grade show that the framework could detect that the 
project's circumstances led to SA failure. 

5.2 Discussion 

In the previous sections, we delineated the iterative process for developing our framework and evaluated 
it utilising three exemplars of PHIS failure. The DSR procedure was advantageous, as it provided a 
structured approach to facilitate the systematic design and evaluation of the framework. The initial 
framework synthesis utilised literature across the multi-disciplinary fields of SE and PHIS. This focused 
the framework on the PHIS domain regarding known failure and success factors. The unstructured data 
source (government audit reports) provided a means of evaluating the framework’s theoretical 
constructs against real-world cases. The framework performed well in all evaluations, detecting 
scenarios resulting in poor end-user outcomes. It appears that many factors are 
interrelated/interdependent. This confirms the importance of the framework in illuminating multi-
dimensional factors in PHIS projects. Interestingly, the most prevalent factors in each PHIS project 
failure were pertaining to the Organisation, Requirements, and Project management.   
Our evaluation procedure utilised exemplars from PHIS failures. These involved differing government 
organisations, geographically distant, and differing system purposes and requirements. This provides 
evidence to support a generalisation of the problem from specific instances to the wider PHIS domain.  
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When government organisations utilise the framework, it may be applied during the tender process and 
at important project stages. Indeed, the framework may be utilised as a contractual agreement whereby 
vendors must continue to satisfy the framework’s assessment grade. Vendor organisations may, in turn, 
use the framework to self-assess and to also assess their technology partners. It should be noted that 
government organisations will not necessarily have direct knowledge of the internal practices of their 
vendors. Therefore, they will likely rely on vendor self-reporting. Importantly, PHIS projects tend to be 
multi-year endeavours. During this time, many changes may occur to the organisations involved. Key 
individuals may leave the government organisation and/or vendors, leaving skills and knowledge gaps. 
New policies may also be introduced into law. A particular concern is when government departments 
are created, merged, or disbanded. Therefore, we anticipate that our framework could be applied 
periodically and when changes occur within the organisations. 

 
Figure 3 - Evaluation Excerpt 

 

 
Figure 4 - Evaluation Summary 

Some degree of interpretation may be required for capability scores near the lower or upper limits of the 
provided ranges. For example, as shown in Table 2, a score of 59/100 corresponds to an 
Unknown/Unclear capability, whereas a score of 60/100 corresponds to a Moderate capability. Given 
that the framework is presented as a colourised questionnaire, when the Framework User completes 
their PHIS project assessment, the framework is effectively presented as an actionable factor-level 
capability report (as can be seen in Figure 3). Therefore, it is recommended that the framework’s 
capability report always be examined for potential factor-level deficiencies.  

5.3 Limitations  

PHIS failure reports tend to focus on project governance, management, and organisational factors, not 
detailed software development practices. Therefore, some inferences and assumptions were necessary 
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to extrapolate events and circumstances within the projects. These inferences may be subject to human 
bias. We mitigated this by utilising an industry expert to verify a random set of these assumptions. When 
manually processing the reports, there is a potential for human error and bias. This was mitigated by 
performing two iterations of the manual processing. The synthesis was also checked twice, and the 
results were discussed with the secondary researcher. To mitigate human error and bias, future work 
could involve using AI for evaluation.  
While the evaluation confirmed the theoretical validity of the factor constructs, the framework was 
evaluated post hoc – i.e., an already completed PHIS project. This may pose questions regarding the 
efficacious value of the framework in a pre-PHIS project or as a monitoring tool during the project. 
However, the framework conditions are manifested in the present tense. It follows that the framework 
evaluates conditions at the time of applying the framework. These conditions were derived from 
mitigation recommendations in the literature. Further evaluation may still be required for success 
scenarios.  
While the researchers thoroughly discussed the design principles, further study may be required to 
assess how well the framework satisfied the principles. The perceived usefulness of the framework may 
be influenced by human subjectivity. For example, the sufficient use of test cases may differ between 
individuals. The vendor may deem their practice as sufficient, whereas the government organisation 
may view the vendor's practice as insufficient. We do not prescribe a specific discrete level of what is 
meant as “sufficient” or “effective”. We would recommend defaulting to industry best practices and 
proven practices to support these assertions.  

6 Conclusion and Future Work 
Addressing SA development success factors within PHIS projects is necessary to improve end-user 
outcomes. In this paper, we presented Capable - a framework for assessing the SA development 
capability of PHIS projects. Our novel contribution utilised DSR to synthesise the framework from the 
existing literature. The framework was empirically evaluated using exemplars of Australian and 
American PHIS project failures. The framework successfully detected failure scenarios while providing 
an indicative capability grade and score, as well as an actionable factor-level capability report. This work 
is an important first step to help ensure that PHIS projects are capable of developing appropriate 
software architectures - A real-world problem. Indeed, the framework is intended to be applied before 
software development commences and continually assess capability throughout the project lifecycle. 
The Framework Users may represent individuals from both government organisations and their 
vendors. Thus, the contribution of this research (to both the literature and practice) can be summarised 
as follows:  

Individuals such as Chief Technical Officers, Technical Project Managers, 
Software Architects, and technical individuals within government organisations 

may use the framework to assess the capability of developing Software 
Architecture in Public Health Information Systems projects before and during the 

project lifecycle. 

Future work will further examine the use of the framework in the field and further evaluate its efficacy, 
specifically in success scenarios. Human subjectivity, when applying the framework, may necessitate 
further examination. Guidance may be required when a vendor and government organisation cannot 
agree on a satisfaction rating. Given that the framework’s factors were derived from Technical Debt, 
Architectural Technical Debt mitigations, and IS success factors, the framework may be applicable more 
generally. There may be some scope for trimming the framework to some core factors to enable the 
development of a lightweight version. It may be speculated that some individual factors may 
disproportionately impact the resulting SA. This warrants further investigation. Given the framework’s 
ease of use and grounding in SE, it is also hoped that its applicability can be generalised to other 
domains. Future evaluations (including generalisability) may also include the use of AI.  
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Appendix 1  - The Capability Assessment Framework High-level 
Categories from (Dang and Beydoun 2023) 
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Appendix 2  - Overview of Architectural Technical Debt Causes 
(Verdecchia et al. 2021) 
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